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Abstract

A key goal of our research is to introduce an approach that involves at the outset using analytical reasoning as a method for developing high quality software. This paper summarizes our experiences in introducing mathematical reasoning and formal specification-based development using a web-integrated environment in an undergraduate software engineering course at two institutions at different levels, with the goal that they will serve as models for other educators. At Alabama, the reasoning topics are introduced over a two-week period and are followed by a project. At Clemson, the topics are covered in more depth over a five-week period and are followed by specification-based software development and reasoning assignments. The courses and project assignments have been offered for multiple semesters. Evaluation of student performance indicates that the learning goals were met.

1. Introduction

There is continued interest in teaching students the connections between mathematics and computing, and helping them understand the benefits of mathematical reasoning for producing high quality software, as evidenced through SIGCSE panel discussions over the last decade from [1] to [2]. Indeed, while several educators, including us, have attempted to inject mathematical reasoning methods in software engineering, a majority of such efforts have been done through “pencil and paper” methods. Significant code-based software engineering projects that rely on using formal contracts for objects are difficult to design, develop, and assign. So even at institutions where mathematical reasoning methods are taught in software engineering courses, students leave without any “hands on” experience in applying the principles they learn directly to executable software.

This paper summarizes our experience in developing and assigning reasoning projects at two institutions at two different levels of depth using the RESOLVE Web IDE (henceforth, referred to as just the IDE in this paper) [3][4][5]. The IDE supports contract-based software development and is especially tailored for teaching reasoning. At Alabama, the students were exposed to the principles over a two-week period and assigned a set of reasoning exercises using the environment. At Clemson, over a five-week period, students reused existing components as well as developed new ones, according to formal contracts and reasoned about the components they built. Other institutions have attempted similar projects as well, though this paper concentrates only on two institutions. The projects expose a range of possibilities for
educators (not just in software engineering, but in other courses) to introduce “hands on” experimentation with analytical reasoning in their classrooms.

We have repeated these experiments multiple times at Alabama and at Clemson, and have found that at both institutions, students had little difficulty in completing the assignments. Some elements of the Reasoning Concept Inventory (RCI) [6], a set of principles we have identified as necessary for students to reason about software formally, are reinforced through these projects, so we have assessed student exam performance on those topics to study the impact of the project and found the benefits to be positive in terms of student learning.

The rest of this paper is organized as follows. Section 2 discusses the Alabama experience and reasoning assignments with pre-developed components. Section 3 explains the Clemson experience, including new component development and reasoning. Along the way, sections 2 and 3 explain the workings of the integrated web environment. Section 4 presents results from our experimentation and evaluation. Section 5 contains related work and our conclusions.

2. Reasoning project summary

2.1 Summary of reasoning principles

This section summarizes the reasoning principles included in a software engineering course at Alabama. The enrollees in the course are primarily second semester sophomores and first semester juniors. This course is organized as a more theoretical course without a full semester-long team project and generally follows the standard software engineering textbook by Pressman [7] covering topics including: software processes, requirements analysis, modeling, design, formal methods/reasoning, quality assurance, and maintenance. We have used the web environment to support the curriculum module on formal methods/reasoning.

Two course meetings are devoted to theoretical concepts behind formal reasoning (formal methods and formal reasoning) and the IDE has been used to aid in explaining the materials. The students also learn how to interact with the IDE during this demonstration. Following the lectures, a reasoning project is assigned as explained in the next section. It is typically a 1-week or 2-week project.

2.2 Assignment details

This is an individual assignment made up of six tasks designed to exercise the student’s reasoning skills and make use of the IDE’s verification condition (VC) generation and proving capabilities. The first two tasks focus on Integers, but the later tasks involve objects and their interface specifications.

i. Generate VCs (Verification Conditions of correctness) and attempt to prove a defective Max function in Int_Max_Example_Facility. Explain how to fix the defect.

ii. Generate VCs for the Integer_Template Add_to operation with specification in Adding_Capability and implementation in Recursive_Add_to_Realiz. Prove all VCs.

iii. Develop a reasoning table for a Clear_2 operation for the Stack_Template. Provide assume and confirm assertions for each state.

iv. Generate VCs for task iii and compare the generated VCs with the assertions in your table. Write a proof for each generated VC using the givens.

v. Generate VCs for Queue_Template’s Remove_Last operation. Write a proof for each generated VC using the givens.
vi. Consider the previous task. Make each of the following changes to the code, regenerate VCs, and state which VC(s) have become unprovable.
   a. Comment out the first Dequeue operation.
   b. Change the maintaining clause (loop invariant) to \(\#Q = \langle E \rangle \circ Q\).
   c. Change the decreasing clause (termination progress metric) to \([T]\).

2.3 Solution approach using the RESOLVE Web IDE

The tasks listed above lead students to reason about the code using analytical methods and the assignment provided in the section 3 (below) will do the same and additionally integrate testing into the process. The students are given all necessary specifications and implementations for these tasks. The central point is for students to learn to reason about programs analytically and understand the connection between proofs and software correctness. For this assignment, students use the IDE in support of the reasoning and proving questions. The IDE can be accessed at http://resolve.cs.clemson.edu. To begin task 1 for example, she uses the Facilities (“main” modules) tab and selects “Int_Max_Example_Facility” shown in Figure 1.

![Figure 1 Max function specification and code](image)

The IDE is based on RESOLVE, an integrated specification and programming language combination, and a mathematically sound verification system [5]. The specification notation is quite standard. The programming code is similar to popular languages, except for minor syntactic differences (e.g., the use of := for assignment and = for expressing mathematical equality in formal specifications). So sophomore/junior-level students need to learn basic specification notations but can understand the executable code with relatively little effort.

To see the necessary and sufficient conditions for correctness, a student selects the “VCs” button. The student then attempts to prove the goal for each VC using only the associated givens only to discover that VC 3_2, the VC corresponding to the “If” statements on line 7 and 10 both evaluating to true, cannot be proven (Figure 2). Observing that this equates to the state where I = J, she realizes that not taking this state into account is a flaw in the implementation logic and that adding an “If” statement for this case that sets Max := I is the solution.

Here, the function Max is specified to return the maximum of the two Integers I and J. The given code is erroneous by design. It is faulty for two reasons, one of which is more apparent than the other. The more obvious problem is that it functions incorrectly when I and J are equal. The less obvious problem is that there could be an Integer overflow in the first statement.
Task #6 is more advanced and it is based on a Queue data abstraction (Figure 3).

Details of the specification language may be found at [5][8][9][10]. A queue is modeled mathematically as a string of entries, and queue operations are specified using string operators, such as concatenation (denoted by "o") and length (denoted by |*|). In the ensures clauses, # notation is used to denote incoming values. A discussion of this Queue abstraction and other abstractions may be found in [8].

The task demands students to make changes to the loop invariant and progress metric for code that implements an extension (or enhancement) operation Remove_Last (the specification appears in Figure 4). The ensures clause of the specification says that the outgoing Queue concatenated with the outgoing entry E is the same as the incoming Queue (#Q). The implementation calls primary queue operations from Queue_Template.

The change in part (b) leads to an assertion that is not a valid loop invariant and hence, unprovable code. After analyzing the VCs generated by the IDE, a student can see that a VC that was initially provable is now unprovable, as shown in Figure 5.
After interacting with the IDE to complete the assignment the students at Alabama generated a report to submit to the course instructor. The instructor graded these reports based upon the correctness of the VCs and the proofs.

3. Development and reasoning project summary

3.1 Summary of principles

At Clemson, students learn to use the IDE to develop components according to their formal contracts and reason about their correctness. They are assigned to a 3-person team project where each student is required to develop different pieces that are subsequently integrated. If all components satisfy their contracts, then the integrated code should require little or no testing. During a 5-week period in this course students learn to understand logical specifications, the ideas of external contract (interfaces), internal contracts (object invariants within an implementation), and to reason about software correctness and proofs; details may be found in [8][9][10].

3.2 Team software development overview

This 4-week assignment introduces software engineering students to component design with contracts. While students in a team are certainly encouraged to consult and collaborate, each assignment part consists of tasks to be completed individually, so that team members can work independently to develop components relying solely on provided formal contracts, yet face little trouble at integration time. When complete, the components are combined into a working system with minimal integration costs.

3.2.1. Part 1: The first part involves three tasks to be completed individually:

The specification of a Sequence_Template is given.

i. Implement Realization Seq_Realiz_1 for Sequence_Template.
ii. Implement Realization Seq_Realiz_2 for Sequence_Template.
iii. Implement a test module Seq_Test_Facility to test sequence operations as well as an operation to transfer contents of a queue to a sequence.

Tasks (i) and (ii) require developing realizations for a given concept. The students are given different internal contracts (Figure 6) for the two realizations, forcing each to be implemented differently. The concrete representation for a concept like Sequence is a
record. In Seq_Realiz_1 the record comprises two private fields Contents and Len. An internal contract for an implementation specifies representation invariants (conventions) and an abstraction function or a relation (correspondence) that says how the representation is mapped to the abstract specification. For example, for the two different contracts shown in Figure 6, because of the different conventions the initialization code (i.e., the constructor code) will need to be different; specifically, the Next field cannot be initialized to 0 in the second case.

Task (iii) is to develop test facilities that would fully exercise the implementations from (i) and (ii) by declaring and testing instances of Queue and Sequence templates.

![Figure 6 Internal contracts for realizations](image)

### 3.2.2. Part 2

Part 2 of the assignment consists of four tasks, the first three to be done individually and the final one as a group; all these tasks are concerned with a key idea: implementing one reusable component by using another.

i. Implement Sequence_Template with Queue_Template enhanced with a capability for Insert_after and Remove_after

ii. Implement Preemptable_Queue_Template with Sequence_Template

iii. Implement Search_Capability for Preemptable_Queue_Template

iv. Develop a driver for Preemptable_Queue_Template that tests the features above.

### 3.2.3. Part 3

Next the students are given a reasoning assignment (similar to the Alabama assignment) that builds upon the work done in the team-based software development project. The first task involves a test plan and makes no direct use of the IDE.

i. Generate a test plan for Sequence_Template, giving suitable test points (input/output pairs) based solely on the specification of each operation.

ii. Consider the implementation of Preemptable_Queue_Template in Part 2. Use the IDE to generate and prove the VCs that are provable. When VCs are unprovable, check your code and fix any defects.

iii. Generate VCs for the Transfer operation in Seq_Test_Facility. Doing this requires you to supply loop annotations, an invariant and a progress metric.

### 3.3 Component diagrams

A UML diagram illustrating a complete solution for Part 1 is shown in Figure 7. In the figure, both interfaces (formal contract specifications) and their implementations are
shown. Developing this diagram helps students understand the dependencies and note that well-designed software has no direct implementation-to-implementation coupling.

![Figure 7 Student solution UML diagram for Part 1](image)

### 3.4 Team development with RESOLVE Web IDE

The IDE provides open access to a default library of components, such as stacks, queues, sequences, lists, maps, etc. It also includes support for team development by permitting the creation of multiple, unrelated component projects. Also, within a project, instructors can control student access to the components by creating a custom project that allows student access to some components but not to others. This project is only available to registered users of the IDE; thus students are required to register and login to successfully complete the assignment. Figure 8 (below) is a screen shot demonstrating the syntax highlighting and real-time syntax checking.

![Figure 8 Real-time syntax error highlighting](image)

Team members combine their individual modules into a single submission using the import option which adds each team member’s snapshot to the team leader’s workspace in the IDE. To run the software, the team selects a driver Facility (i.e., main “module”) and clicks the “Build” button to translate the RESOLVE code into an executable JAVA version (JAR) that can be downloaded and executed.
When the team is satisfied with their work, a final snapshot of their combined work is exported and submitted to the instructor electronically. The instructor then imports and evaluates the completed assignment. Through the process of using the IDE for team development and checking independent modules against their contracts, students understand how formal contracts minimize integration costs.

4. Experimentation and evaluation

4.1 Reasoning assignment results

At Alabama, the reasoning materials were taught and the reasoning assignment was given in Spring 2011, Fall 2011, and Spring 2012 semesters. All students who submitted solutions were able to generate VCs and prove the assertions. The table below summarizes the data. While a third of the students did not complete the assignment (the first time the ideas were attempted), in subsequent semesters, that has been less of an issue. Students did as well on the reasoning projects as on others.

<table>
<thead>
<tr>
<th></th>
<th>Spring 11</th>
<th>Fall 11</th>
<th>Spring 12</th>
</tr>
</thead>
<tbody>
<tr>
<td>Submission Avg.</td>
<td>83%</td>
<td>87%</td>
<td>80%</td>
</tr>
<tr>
<td># of submission</td>
<td>17</td>
<td>14</td>
<td>35</td>
</tr>
<tr>
<td># of omissions</td>
<td>9</td>
<td>1</td>
<td>8</td>
</tr>
</tbody>
</table>

Figure 9: Reasoning project performance

The reasoning assignment has also been given in software engineering courses at Western Carolina, DePauw and Cleveland State, but no hard data is available.

4.2 Contract-based development and reasoning assignment results

At Clemson, the relevant materials were taught, and contract-based software development and reasoning assignments materials were given in Fall 2010, Spring 2011, Fall 2011, and Spring 2012 semesters. Between 20 and 32 students were registered for these classes. At Clemson, almost no one failed to complete the project. Student project averages were much higher than their course averages. Since the submissions were tested using components from different groups, there is reason to believe that most projects adhered to contracts and would have needed little integration testing.

<table>
<thead>
<tr>
<th></th>
<th>Fall 10</th>
<th>Spring 11</th>
<th>Fall 11</th>
<th>Spring 12</th>
</tr>
</thead>
<tbody>
<tr>
<td>Parts 1 and 2</td>
<td>93%</td>
<td>86%</td>
<td>95%</td>
<td>96%</td>
</tr>
<tr>
<td>Part 3</td>
<td>89%</td>
<td>92%</td>
<td>98%</td>
<td>87%</td>
</tr>
</tbody>
</table>

Figure 10: Average development and reasoning project scores

4.3 Impact of Project as seen through Reasoning Concept Inventory correlation results

To determine the effectiveness of the IDE as a learning aid, we studied exam performance on RCI items directly affected by the topics covered by the project: precise specification of Pre-Post Conditions (RCI 3.4.3), the notion of Design by Contract (RCI 4.2) and the idea of Internal Contracts and Assertions (RCI 4.3).

<table>
<thead>
<tr>
<th></th>
<th>Semesters</th>
<th>Students</th>
<th>Average</th>
<th>% scoring 70% or higher</th>
</tr>
</thead>
<tbody>
<tr>
<td>RCI 3.4.3</td>
<td>3</td>
<td>82</td>
<td>87%</td>
<td>85%</td>
</tr>
<tr>
<td>RCI 4.2</td>
<td>2</td>
<td>56</td>
<td>76%</td>
<td>59%</td>
</tr>
<tr>
<td>RCI 4.3.1</td>
<td>1</td>
<td>24</td>
<td>77%</td>
<td>67%</td>
</tr>
</tbody>
</table>

Figure 11: Assessment of exam performance on RCI Items influenced by the project
Since the project was the main instrument to reinforce the RCI principles above and the results summarized in the table above are at or higher level than student performance on other topics, an inference can be made that the project had a positive impact on learning of key software engineering principles.

4.4 Results from web usability surveys

To aid in refining the IDE’s user interface to increase its effectiveness as a teaching tool, usability surveys have been given over the past several semesters to sixty undergraduate students at Clemson University and University of Alabama, and five graduate students at Cleveland University. Beyond background questions, the survey was made up of five-level Likert items to assess the perceived benefits of the IDE to students. The statement with the highest agreement level was “The web interface has helped me understand the relationship between mathematical reasoning and software development,” receiving a score of 3.92 out of 5. The statements “… helped me understand how to build component-based software” and “The presentation of components within web interface has helped me understand the relationships between specifications and implementations” received ratings of 3.86 and 3.80, respectively.

5. Related work and summary

The IDE presented here differs from popular IDE’s such as Eclipse or Netbeans in that it supports formal specification and reasoning. It also differs from efforts in integrating formal reasoning in software engineering courses with tools. The tool developed at the Universite Catholique de Louvain help write code given specifications and vice-versa [11], but is not a full-fledged, web-based reasoning environment. JAIDE (Java Integrated Development Environment) incorporates formal notation, UML diagrams, and Java code and is designed to type check, prove theorems, and analyze source code [12]. It has been used for a limited multi-semester field-test in courses, but it is not a comprehensive reasoning tool and it is not openly available.

The focus of Alloy is on specifications and it has been used in undergraduate SE classes [13]. ProverEditor is a plugin used to integrate the theorem proving capabilities of Coq with the file management and editing capabilities of Eclipse [14]. ProofWeb is a web-based proof assistant that uses a version of Coq modified to produce output encoded as XML. It has been used in logic courses at several European Institutions [15].

Given the importance of reasoning for developing high quality software, there are several ongoing industrial and research verification efforts. One environment that uses a theorem prover as a backend for a reasoning environment is VeriFast. It works with Java and C source code [16]. Jahob is a specification and verification system built for a subset of Java. Its specification language is JML-like and generates verification conditions in a variety of formats, allowing it to be used in conjunction with many third party automated provers [17]. Microsoft has developed a suite of tools for verification and analysis, but their focus is on industrial usage [18]. The Ohio State University has also produced a system that uses RESOLVE for component verification [5]. These efforts have not been tried or evaluated in an undergraduate educational setting.

The work presented in this paper complements the work in test-driven learning in [19], because task 1 of part 3 of the Clemson assignment is intended for similar learning.

In this paper, we have summarized our experiences in teaching mathematical reasoning to undergraduate software engineering students using an integrated web environment, especially designed for education. The level of exposure can be varied, as illustrated by
the approaches taken at two institutions. Based on consistently high student performance over several offerings of the projects at the institutions, we conclude that reasoning can be taught effectively with the environment. Results from usability surveys are also positive. As other instructors and institutions attempt these projects, we are actively engaged in minimizing the effort in developing, teaching, and assigning reasoning projects. To make the environment usable in introductory classes, one current direction is to render code in multiple programming languages.

Acknowledgments

This research has been funded in part by the NSF grants CCF-0811748, CCF-1161916, DUE-1022191, and DUE-1022941.

References